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ABSTRACT 

The presented project is an IoT-based Weather and Air Quality Monitoring System developed using an ESP32 

microcontroller, integrated with a DHT22 sensor for temperature and humidity readings, and an MQ-135 gas sensor to 

assess air quality. The system also features a 16x2 I2C LCD for real-time local data display and supports Wi-Fi 

connectivity to periodically upload sensor readings to ThingSpeak, a cloud-based IoT analytics platform. 

At the heart of the system, the ESP32 microcontroller collects environmental data through its connected sensors. The 

DHT22 sensor measures temperature and humidity with high accuracy, while the MQ-135 analog sensor provides air 

quality values, which are mapped to a 0–100 scale representing pollution levels. To provide user-friendly feedback, 

the LCD displays temperature (with a custom degree symbol), humidity, air quality percentage, and Wi-Fi connection 

status including signal strength (RSSI). This two-screen cycle ensures continuous feedback to users about both 

environmental conditions and system connectivity. 

The code is designed to transmit data every 30 seconds to the ThingSpeak server using the built-in Wi-Fi capability of 

the ESP32. The transmission includes four fields: temperature, humidity, air quality index, and Wi-Fi RSSI value. If 

the device loses internet connectivity, it automatically attempts to reconnect while updating the user on the LCD 

screen. All sensor readings and system activities are also logged to the Serial Monitor for debugging and real-time 

observation. 

The program enhances the user experience by introducing a custom character for the degree symbol on the LCD, and 

by providing intuitive messages for successful data transmission, error reporting, and initialization steps. Furthermore, 

the system includes a utility function to describe air quality levels based on numerical value ranges—classifying them 

as ―Excellent,‖ ―Good,‖ ―Moderate,‖ ―Poor,‖ or ―Hazardous.‖ 

This project demonstrates a compact, yet comprehensive solution for remote weather and air quality monitoring, 

combining embedded systems, wireless networking, and cloud computing. It is highly suitable for educational, 

environmental, or smart home applications where real-time monitoring and cloud integration are essential. 

1. INTRODUCTION 

The rapid advancement of Internet of Things (IoT) technologies has revolutionized environmental monitoring, 

enabling real-time data collection, analysis, and visualization for applications ranging from smart homes to large-scale 

environmental management. The IoT-based Weather and Air Quality Monitoring System presented in this project 

leverages the capabilities of the ESP32 microcontroller, a versatile and powerful platform, to create an efficient, cost-

effective, and scalable solution for monitoring critical environmental parameters. By integrating sensors such as the 

DHT22 for temperature and humidity measurements and the MQ-135 for air quality assessment, this system provides 

comprehensive environmental data. Additionally, it employs a 16x2 I2C LCD for local data display and utilizes the 

ESP32’s built-in Wi-Fi module to transmit data to ThingSpeak, a cloud-based IoT analytics platform, enabling remote 

access and analysis. 

The ESP32 microcontroller serves as the core of the system, orchestrating sensor data acquisition, processing, and 

communication. The DHT22 sensor, known for its high accuracy and reliability, measures temperature and humidity, 

which are critical indicators of environmental comfort and safety. The MQ-135 gas sensor, on the other hand, detects 

air pollutants and provides analog readings that are mapped to a 0–100 scale to represent air quality levels. This data is 

displayed locally on the 16x2 I2C LCD, which cycles through two screens to show temperature (with a custom degree 

symbol), humidity, air quality percentage, and Wi-Fi signal strength (RSSI). This dual-screen approach ensures that 

users receive continuous, user-friendly feedback about both environmental conditions and system connectivity. 

The system’s ability to connect to the internet via the ESP32’s Wi-Fi module allows it to transmit sensor readings to 

ThingSpeak every 30 seconds. The transmitted data includes four fields: temperature, humidity, air quality index, and 

Wi-Fi RSSI. This periodic upload ensures that users can access real-time and historical data through ThingSpeak’s 

web interface, enabling trend analysis and remote monitoring. In the event of a lost internet connection, the system is 
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programmed to automatically attempt reconnection while updating the LCD with relevant status messages. This 

ensures robustness and reliability, even in unstable network environments. 

To enhance usability, the system incorporates several user-centric features. A custom degree symbol is created for the 

LCD to improve the visual presentation of temperature readings. The air quality index is mapped to descriptive 

categories—―Excellent,‖ ―Good,‖ ―Moderate,‖ ―Poor,‖ or ―Hazardous‖—based on predefined thresholds, making the 

data more interpretable for non-technical users. Additionally, all system activities, including sensor readings and 

connection status, are logged to the Serial Monitor, facilitating debugging and real-time observation during 

development and deployment. 

This project exemplifies the integration of embedded systems, wireless communication, and cloud computing to 

address real-world challenges in environmental monitoring. By combining low-cost hardware with open-source 

software and cloud platforms, it offers a scalable solution that can be adapted for various applications, including smart 

homes, educational institutions, and environmental research. The system’s design prioritizes simplicity, reliability, and 

accessibility, making it suitable for both hobbyists and professionals. Its ability to provide real-time local feedback via 

the LCD and remote access through ThingSpeak ensures that users can monitor environmental conditions effectively, 

whether they are on-site or accessing data from a distance. The project also serves as an educational tool, 

demonstrating key concepts in IoT, sensor interfacing, and data communication, which are essential for students and 

researchers in the fields of electronics, computer science, and environmental science. 

1.1 Problem Statement 

Environmental monitoring has become increasingly critical in today’s world due to growing concerns about climate 

change, air pollution, and their impact on human health and ecosystems. Traditional weather and air quality 

monitoring systems are often expensive, bulky, and require significant infrastructure, making them inaccessible for 

small-scale applications such as homes, schools, or community centers. Moreover, many existing solutions lack the 

ability to provide real-time data visualization and remote access, limiting their utility for users who need to monitor 

environmental conditions from multiple locations or over extended periods. The absence of cost-effective, user-

friendly, and scalable solutions poses a significant challenge for individuals and organizations seeking to monitor and 

manage environmental parameters effectively. 

Air quality, in particular, is a pressing concern in urban and industrial areas, where pollutants such as carbon dioxide, 

ammonia, and volatile organic compounds can reach hazardous levels. Poor air quality is linked to respiratory illnesses, 

cardiovascular diseases, and other health issues, underscoring the need for accessible monitoring systems that can 

provide timely and accurate data. Similarly, temperature and humidity monitoring is essential for ensuring comfort in 

indoor environments, optimizing agricultural processes, and mitigating risks associated with extreme weather 

conditions. However, many existing monitoring systems are either too complex for non-technical users or lack the 

integration of multiple environmental parameters into a single, cohesive platform. 

Another challenge is the lack of real-time feedback and connectivity in many low-cost monitoring solutions. While 

some systems provide local data display, they often fail to offer remote access or cloud integration, which is crucial for 

applications requiring continuous monitoring or data logging for analysis. Additionally, connectivity issues, such as 

unreliable Wi-Fi networks, can disrupt data transmission, leading to gaps in data collection and reduced system 

reliability. There is a need for a system that can handle such challenges gracefully, providing clear feedback to users 

about connectivity status and ensuring robust operation even in the face of network disruptions. 

The proposed IoT-based Weather and Air Quality Monitoring System addresses these challenges by leveraging the 

ESP32 microcontroller’s capabilities to create a compact, cost-effective, and user-friendly solution. By integrating the 

DHT22 sensor for temperature and humidity and the MQ-135 sensor for air quality, the system provides 

comprehensive environmental monitoring. The inclusion of a 16x2 I2C LCD ensures that users receive immediate, 

local feedback, while Wi-Fi connectivity and ThingSpeak integration enable remote access and data analysis. The 

system’s ability to automatically reconnect to Wi-Fi and provide status updates enhances its reliability, making it 

suitable for real-world deployment. By addressing the limitations of traditional monitoring systems, this project aims 

to democratize environmental monitoring, making it accessible to a wide range of users, from hobbyists to 

environmental researchers. 

1.2 Motivation 

The motivation for developing the IoT-based Weather and Air Quality Monitoring System stems from the growing 

need for accessible, real-time environmental monitoring solutions in an era of increasing environmental challenges. 

Air pollution and climate variability are global concerns that affect health, agriculture, and quality of life. By creating 

a low-cost, scalable system that integrates temperature, humidity, and air quality monitoring with cloud connectivity, 
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this project aims to empower individuals and communities to make informed decisions about their environment. The 

use of the ESP32 microcontroller, combined with open-source software and cloud platforms like ThingSpeak, ensures 

that the system is both affordable and adaptable, making it suitable for educational, domestic, and research 

applications. 

The project is also motivated by the desire to bridge the gap between advanced IoT technologies and non-technical 

users. By incorporating a user-friendly LCD display with intuitive feedback, such as air quality descriptors and Wi-Fi 

status, the system ensures that environmental data is accessible to everyone, regardless of technical expertise. 

Furthermore, the integration of cloud-based data logging enables users to analyze trends and patterns, fostering a 

deeper understanding of environmental conditions. This project serves as both a practical solution and an educational 

tool, inspiring innovation and learning in the fields of IoT and environmental monitoring. 

1.3 Objective 

The primary objective of the IoT-based Weather and Air Quality Monitoring System is to design and implement a 

cost-effective, reliable, and user-friendly solution for real-time environmental monitoring. The system aims to achieve 

the following specific objectives: 

1. Accurate Data Collection: Utilize the DHT22 sensor to measure temperature and humidity with high precision, and 

the MQ-135 sensor to assess air quality by detecting pollutants and mapping their levels to a standardized 0–100 scale. 

This ensures that users receive accurate and meaningful environmental data. 

2. Local Data Visualization: Implement a 16x2 I2C LCD to display temperature, humidity, air quality percentage, 

and Wi-Fi signal strength (RSSI) in a clear and user-friendly manner. The inclusion of a custom degree symbol and a 

two-screen cycle enhances the visual appeal and usability of the display. 

3. Remote Data Access: Leverage the ESP32’s Wi-Fi capabilities to transmit sensor data to ThingSpeak every 30 

seconds, enabling remote monitoring and data logging. The system will upload four fields—temperature, humidity, air 

quality index, and RSSI—allowing users to access real-time and historical data through ThingSpeak’s web interface. 

4. Robust Connectivity Management: Ensure system reliability by implementing automatic Wi-Fi reconnection in 

case of network disruptions. The system will display connectivity status on the LCD, providing users with clear 

feedback about the system’s operational state. 

5. User-Friendly Feedback: Enhance user experience by mapping air quality values to descriptive categories 

(―Excellent,‖ ―Good,‖ ―Moderate,‖ ―Poor,‖ or ―Hazardous‖) and displaying intuitive messages on the LCD for system 

initialization, data transmission, and error reporting. 

6. Debugging and Monitoring: Log all sensor readings and system activities to the Serial Monitor, facilitating 

debugging and real-time observation during development and deployment. 

7. Scalability and Adaptability: Design the system to be scalable and adaptable for various applications, including 

smart homes, educational institutions, and environmental research, by using open-source software and low-cost 

hardware components. 

By achieving these objectives, the system provides a comprehensive solution for environmental monitoring, 

combining embedded systems, wireless communication, and cloud computing. It aims to empower users with 

actionable insights into their environment while serving as an educational platform for learning about IoT technologies. 

1.4 Thesis Organization 

This thesis is structured to provide a comprehensive overview of the IoT-based Weather and Air Quality Monitoring 

System, detailing its design, implementation, and evaluation. The document is organized into the following chapters: 

 Chapter 1: Introduction provides an overview of the project, including its background, problem statement, 

motivation, objectives, and thesis organization. This chapter sets the context for the project and outlines its 

significance in the field of environmental monitoring. 

 Chapter 2: Literature Review examines existing work in environmental monitoring and IoT technologies, 

highlighting the limitations of traditional systems and the advantages of IoT-based solutions. It discusses relevant 

technologies, such as the ESP32, DHT22, MQ-135, and ThingSpeak, and their applications in similar projects. 

 Chapter 3: System Design describes the architecture and components of the system, including the ESP32 

microcontroller, sensors, LCD, and Wi-Fi connectivity. It explains the system’s workflow, from data acquisition to 

cloud transmission, and details the software and hardware integration. 

 Chapter 4: Implementation provides a step-by-step account of the system’s development, including the code 

structure, sensor interfacing, LCD configuration, and ThingSpeak integration. It also discusses the challenges 

encountered during implementation and the solutions adopted. 
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 Chapter 5: Results and Evaluation presents the system’s performance, including sensor accuracy, data transmission 

reliability, and user feedback. It includes sample data from ThingSpeak and discusses the system’s effectiveness in 

real-world scenarios. 

 Chapter 6: Conclusion and Future Work summarizes the project’s achievements, its contributions to environmental 

monitoring, and potential areas for improvement. It explores future enhancements, such as additional sensors or 

advanced data analytics, to expand the system’s capabilities. 

This organization ensures a logical progression from the project’s conceptualization to its evaluation, providing a clear 

and detailed account of the IoT-based Weather and Air Quality Monitoring System. 

2. LITERATURE SURVEY 

The development of IoT-based weather and air quality monitoring systems has gained significant attention in recent 

years, driven by the need for cost-effective, real-time solutions to address environmental challenges. This literature 

survey reviews ten studies that utilize components such as the ESP32 or ESP8266 microcontrollers, DHT22 or similar 

sensors, MQ-135 gas sensors, and ThingSpeak or similar IoT platforms for environmental monitoring. Each study is 

analyzed for its methodology, components, contributions, and limitations, providing a comprehensive understanding 

of the current state of research in this domain. 

1. Rosa et al. (2020) 

2. In their study, Rosa et al. developed a portable air pollution detection system using the MQ-7 and MQ-135 sensors 

interfaced with an ESP8266 microcontroller. The system monitors air quality parameters such as CO, CO2, and other 

harmful gases, transmitting data to a cloud platform for real-time visualization. The authors emphasize the system's 

portability and low power consumption, making it suitable for deployment in various environments. The integration of 

the ESP8266’s Wi-Fi module enables seamless data transmission to a server, with results displayed on a mobile 

application. However, the study notes limitations in sensor calibration, as the MQ-135 requires frequent recalibration 

to maintain accuracy, particularly in dynamic environments with fluctuating gas concentrations. The system’s reliance 

on a stable internet connection also poses challenges in remote areas. 

3. Ulaan et al. (2020) 

Ulaan et al. proposed an IoT-based air quality monitoring system using the NodeMCU ESP8266 and MQ-135 sensor. 

The system focuses on detecting CO2 and other pollutants, with data logged to ThingSpeak for graphical visualization. 

The authors highlight the system’s simplicity and cost-effectiveness, leveraging the ESP8266’s built-in Wi-Fi for real-

time data transmission. The study includes a detailed calibration process for the MQ-135 sensor to improve accuracy 

in detecting CO2 levels, achieving an average analog value range of 356–531. A limitation noted is the lack of local 

data display, which restricts immediate feedback for users without internet access. Additionally, the system’s 

performance in high-pollution environments was not thoroughly evaluated. 

4. Agbulu et al. (2024) 

Agbulu et al. designed an ultra-low-power IoT system (ULP-IoTS) for indoor air quality monitoring using an ESP32 

microcontroller, MQ-135, MICS-5524, and DHT11 sensors. The system monitors CO, CO2, PM2.5, temperature, and 

humidity, with data uploaded to ThingSpeak. A buzzer alerts users when pollutant levels exceed safe thresholds. The 

authors emphasize the system’s low power consumption and integration with a Wi-Fi module for real-time monitoring. 

Testing showed a decimal scale discrepancy between manual and IoT calculations, attributed to integer-based 

processing in ThingSpeak. The study’s limitation lies in its manual data assessment requirement, as users must visit 

the ThingSpeak platform to view results, reducing accessibility for non-technical users. 

5. Megantoro et al. (2021) 

Megantoro et al. developed an IoT-based weather station using an ESP32 microcontroller, integrating MQ-135, MQ-

131, MQ-4, MQ-8, MQ-9, and MQ-811 sensors for air quality and DHT22 for temperature and humidity. The system 

measures multiple gases (e.g., CO2, CO, methane) and UV index, with data processed and transmitted to a server for 

real-time analysis. The authors highlight the system’s high sensor accuracy (>90%) for most parameters, except for 

wind direction. The use of multiple gas sensors enhances the system’s ability to detect a wide range of pollutants. 

However, the study notes challenges with power management due to the high number of sensors and the complexity of 

processing multiple data streams. 

6. Kienlein (2023) 

Kienlein’s work focuses on a DIY air quality monitoring system using an ESP8266, DHT11, and MQ-135 sensors. 

The system streams temperature, humidity, and air quality data to ThingSpeak and a local web server via a REST API. 

The author emphasizes the system’s affordability and ease of implementation, with an I2C LCD for local display. The 
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MQ-135 sensor is calibrated to detect CO2 and other gases, with data visualized on a ThingSpeak dashboard. A 

limitation is the potential variation in I2C display addresses, requiring manual configuration. The system also lacks 

automated alerts for high pollution levels, limiting its proactive response capabilities. 

7. Lumbangaol et al. (2024) 

Lumbangaol et al. created an IoT-based air pollution monitoring device using an ESP8266, DSM501a, MQ-7, and 

DHT22 sensors. The system monitors PM2.5, CO, temperature, and humidity, with automated Telegram alerts for 

threshold violations. Data is transmitted to ThingSpeak for real-time visualization. Testing over seven days showed 

relative errors of 25% for PM2.5 and 30% for CO, with lower errors for temperature (2%) and humidity (0%). The 

authors highlight the system’s applicability in infant rooms, but its reliance on multiple sensors increases power 

consumption and complexity. Calibration challenges with the MQ-7 sensor were also noted. 

8. Anonymous (2020) 

A study published in the International Journal of Innovative Technology and Exploring Engineering (IJITEE) 

describes an IoT-based air quality monitoring and control system for industrial environments using an ESP32, MQ-

135, SDS011, and BME280 sensors. The system activates fans when pollutant levels exceed safe thresholds, with data 

uploaded to ThingSpeak. The authors emphasize the system’s ability to monitor CO2, CO, ammonia, PM2.5, and 

PM10, ensuring worker safety. Limitations include the need for precise sensor calibration and the system’s 

dependence on a stable power supply, which may be challenging in industrial settings. 

9. Anonymous (2022) 

This study presents an IoT-based air quality monitoring system using an Arduino Uno, MQ-135, and MQ-7 sensors, 

with data transmitted to ThingSpeak or Cayenne. The system focuses on CO and CO2 levels, aiming to raise public 

awareness about air pollution. The authors note the system’s simplicity and public dashboard accessibility on 

ThingSpeak. However, the use of Arduino Uno with an ESP-01 Wi-Fi module increases complexity compared to 

ESP32-based systems. The study also lacks detailed error analysis for sensor readings, limiting its reliability 

assessment. 

10. Anonymous (2023) 

A project on How2Electronics.com describes an IoT-based air quality index monitoring system using an ESP8266, 

MQ-135, and an OLED display. The system monitors air quality in PPM and uploads data to ThingSpeak every 15 

seconds. The authors highlight the system’s ability to detect multiple pollutants (e.g., ammonia, CO2) and its local 

display capability. A limitation is the lack of temperature and humidity compensation for MQ-135 readings, which can 

affect accuracy. The system’s reliance on a stable Wi-Fi connection also poses challenges in remote deployments. 

11. Anonymous (2024) 

A study in the Journal of Electrical Systems presents a compact air quality monitoring system using an ESP32, MQ-2, 

MQ-135, and DHT11 sensors. The system monitors CO, CO2, and other gases, with data transmitted to ThingSpeak. 

The authors emphasize the system’s high performance-to-cost ratio and reliability in remote locations. Testing showed 

accurate sensor readings, but the study notes limitations in the DHT11’s lower resolution compared to DHT22, 

affecting temperature and humidity accuracy. The system’s lack of automated alerts also limits its real-time 

responsiveness. 

2.1 Summary 

The reviewed studies demonstrate the versatility of ESP32/ESP8266 microcontrollers, DHT22/DHT11 sensors, MQ-

135 sensors, and ThingSpeak in developing IoT-based environmental monitoring systems. Common themes include 

real-time data transmission, cost-effectiveness, and user-friendly visualization. However, challenges such as sensor 

calibration, power management, and reliance on stable internet connectivity persist across studies. Future research 

could focus on improving sensor accuracy, integrating automated alerts, and enhancing power efficiency for broader 

deployment scenarios. 

3. EXISTING SYSTEM DESCRIPTION 

The IoT-based Weather and Air Quality Monitoring System described in the abstract integrates advanced hardware 

and software components to provide a comprehensive solution for real-time environmental monitoring. This section 

synthesizes the existing systems discussed in the literature survey, focusing on their methodologies, components, 

functionalities, and limitations, while contextualizing them against the proposed system. The existing systems 

primarily utilize microcontrollers such as ESP32 or ESP8266, sensors like DHT22/DHT11 and MQ-135, and IoT 

platforms like ThingSpeak for data transmission and visualization. Below is a detailed description of the key features, 

strengths, and limitations of these systems, drawing from the ten studies reviewed in the literature survey. 
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3.1 System Architecture and Components 

Existing systems typically employ a microcontroller as the central processing unit to manage sensor data acquisition, 

processing, and communication. The ESP32 and ESP8266 are widely used due to their built-in Wi-Fi capabilities, low 

cost, and compatibility with various sensors. For instance, Rosa et al. (2020) and Ulaan et al. (2020) utilize the 

ESP8266 for its compact size and wireless connectivity, while Agbulu et al. (2024) and Megantoro et al. (2021) 

leverage the ESP32 for its dual-core processing and enhanced power efficiency. These microcontrollers interface with 

sensors like the DHT22 or DHT11 for temperature and humidity measurements and the MQ-135 for air quality 

assessment, detecting pollutants such as CO2, CO, ammonia, and volatile organic compounds. 

The DHT22 sensor, used in studies like Megantoro et al. (2021) and Lumbangaol et al. (2024), provides high-accuracy 

temperature and humidity readings, typically within ±0.5°C and ±2% RH, respectively. In contrast, systems 

employing the DHT11, such as those by Agbulu et al. (2024) and the Journal of Electrical Systems (2024), sacrifice 

some precision for lower cost, with accuracy of ±2°C and ±5% RH. The MQ-135 sensor, a common choice across all 

reviewed studies, is valued for its ability to detect multiple gases, though it requires careful calibration to ensure 

reliable readings, as noted by Rosa et al. (2020) and Ulaan et al. (2020). Additional sensors, such as MQ-7 for CO 

detection (Lumbangaol et al., 2024) or SDS011 for particulate matter (IJITEE, 2020), are sometimes included to 

expand the range of monitored parameters. 

Local data display is a feature in several systems, with components like OLED displays (How2Electronics.com, 2023) 

or I2C LCDs (Kienlein, 2023) used to provide immediate feedback. For example, Kienlein’s system uses a 16x2 I2C 

LCD to display temperature, humidity, and air quality data, similar to the proposed system. However, some systems, 

such as Ulaan et al. (2020), rely solely on cloud platforms for data visualization, limiting local accessibility. Cloud 

connectivity, primarily via ThingSpeak, is a hallmark of these systems, enabling real-time data logging and remote 

access. Studies like Agbulu et al. (2024), Ulaan et al. (2020), and the IJITEE (2020) utilize ThingSpeak to transmit 

sensor data at regular intervals, typically every 15–30 seconds, for graphical analysis. 

3.2 Functionalities 

The existing systems share several core functionalities, tailored to environmental monitoring: 

1. Real-Time Data Acquisition: Sensors like DHT22 and MQ-135 provide continuous measurements of temperature, 

humidity, and air quality. For instance, Megantoro et al. (2021) report sensor accuracy above 90% for most parameters, 

ensuring reliable data collection. 

2. Cloud Integration: Systems universally employ Wi-Fi-enabled microcontrollers to upload data to ThingSpeak or 

similar platforms. Agbulu et al. (2024) transmit CO, CO2, PM2.5, temperature, and humidity data, while Kienlein 

(2023) includes a REST API for local web server access. 

3. Local Feedback: Systems with displays, such as Kienlein (2023) and How2Electronics.com (2023), show real-time 

sensor readings and system status. Lumbangaol et al. (2024) enhance user interaction with Telegram alerts for 

threshold violations. 

4. Automated Responses: Some systems incorporate actuators, such as fans in the IJITEE (2020) study, to mitigate 

high pollutant levels, or buzzers in Agbulu et al. (2024) to alert users of unsafe conditions. 

3.3 Strengths 

 Cost-Effectiveness: The use of low-cost components like ESP8266, DHT11, and MQ-135, as seen in Ulaan et al. 

(2020) and Kienlein (2023), makes these systems accessible for educational and domestic applications. 

 Scalability: The modular design, particularly in systems like Megantoro et al. (2021), allows for the integration of 

additional sensors to monitor diverse parameters like UV index or methane. 

 Remote Accessibility: ThingSpeak integration, as utilized by most studies, enables users to monitor environmental 

conditions from anywhere, supporting applications in smart homes and industrial settings. 

 User-Friendly Interfaces: Systems with local displays or mobile notifications, such as Lumbangaol et al. (2024), 

cater to non-technical users, enhancing usability. 

3.4 Limitations 

Despite their advancements, existing systems exhibit several limitations: 

1. Sensor Calibration: The MQ-135 sensor, used in all reviewed systems, requires frequent recalibration due to 

sensitivity to environmental factors like temperature and humidity, as noted by Rosa et al. (2020) and 

How2Electronics.com (2023). This affects long-term accuracy. 

2. Power Consumption: Systems with multiple sensors, such as Megantoro et al. (2021), face challenges in power 

management, limiting their suitability for battery-operated deployments. 
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3. Connectivity Dependence: Most systems rely on stable Wi-Fi connections, which can be problematic in remote 

areas, as highlighted by Rosa et al. (2020) and the Journal of Electrical Systems (2024). 

4. Limited Local Feedback: Systems like Ulaan et al. (2020) lack local displays, requiring internet access for data 

visualization, which reduces accessibility in offline scenarios. 

5. Data Processing Errors: Agbulu et al. (2024) report discrepancies in ThingSpeak’s integer-based processing, 

leading to minor inaccuracies in data representation. 

6. Lack of Automated Alerts: While Lumbangaol et al. (2024) include Telegram alerts, other systems, such as 

Kienlein (2023) and How2Electronics.com (2023), lack proactive notification mechanisms, limiting real-time 

responsiveness. 

3.5 Comparison with Proposed System 

The proposed IoT-based Weather and Air Quality Monitoring System builds on these existing systems while 

addressing some of their limitations. Like Kienlein (2023) and How2Electronics.com (2023), it uses a 16x2 I2C LCD 

for local data display, ensuring immediate feedback without internet dependency. The inclusion of a custom degree 

symbol and air quality descriptors (―Excellent,‖ ―Good,‖ etc.) enhances user-friendliness, a feature not explicitly 

mentioned in most reviewed systems. The proposed system’s use of the ESP32 and DHT22 aligns with Megantoro et 

al. (2021) for high accuracy, while its 30-second data transmission interval to ThingSpeak is consistent with Agbulu et 

al. (2024) and Ulaan et al. (2020). 

A key differentiator is the proposed system’s robust connectivity management, with automatic Wi-Fi reconnection and 

LCD status updates, addressing connectivity issues noted in Rosa et al. (2020). The system also logs data to the Serial 

Monitor for debugging, a feature implicitly supported in studies like Kienlein (2023) but not universally implemented. 

However, the proposed system could further improve by incorporating automated alerts, as seen in Lumbangaol et al. 

(2024), or actuators, as in the IJITEE (2020), to enhance responsiveness. Additionally, while the MQ-135’s calibration 

challenges are acknowledged, the proposed system’s mapping of air quality to a 0–100 scale with descriptive 

categories improves interpretability, addressing a gap in systems like Ulaan et al. (2020) that lack such categorization. 

3.6 Conclusion 

Existing IoT-based weather and air quality monitoring systems demonstrate the feasibility of using microcontrollers, 

environmental sensors, and cloud platforms for real-time monitoring. They offer cost-effective, scalable solutions with 

remote accessibility but face challenges in sensor calibration, power efficiency, and connectivity reliability. The 

proposed system leverages these strengths, particularly in local display and cloud integration, while introducing 

enhancements like robust connectivity management and user-friendly data presentation, positioning it as a competitive 

solution for environmental monitoring applications. 

4. REQUIREMENTS SPECIFICATION 

The IoT-based Weather and Air Quality Monitoring System described in the abstract, and contextualized through the 

literature survey and existing system analysis, aims to provide a cost-effective, reliable, and user-friendly solution for 

real-time environmental monitoring. This section outlines the detailed functional, non-functional, hardware, software, 

and user requirements for the system, ensuring alignment with the project’s objectives and addressing gaps identified 

in existing systems. The requirements are derived from the system’s design goals, the capabilities of components like 

the ESP32 microcontroller, DHT22 sensor, MQ-135 sensor, and ThingSpeak platform, and insights from the literature 

survey. 

4.1. Functional Requirements 

1.1 Data Acquisition 

FR1.1: The system shall interface with a DHT22 sensor to measure temperature with an accuracy of ±0.5°C and 

humidity with an accuracy of ±2% RH. 

FR1.2: The system shall interface with an MQ-135 gas sensor to measure air quality by detecting pollutants such as 

CO2, CO, ammonia, and volatile organic compounds, with analog readings mapped to a 0–100 scale representing 

pollution levels. 

FR1.3: The system shall collect temperature, humidity, and air quality data at regular intervals (every 5 seconds for 

local processing). 

FR1.4: The system shall measure Wi-Fi signal strength (RSSI) to monitor connectivity status. 

1.2 Data Display 
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FR2.1: The system shall display temperature, humidity, air quality percentage, and Wi-Fi RSSI on a 16x2 I2C LCD in 

a two-screen cycle, switching every 5 seconds. 

FR2.2: The system shall create a custom degree symbol for temperature display on the LCD to enhance visual clarity. 

FR2.3: The system shall categorize air quality values into descriptive levels (―Excellent,‖ ―Good,‖ ―Moderate,‖ ―Poor,‖ 

―Hazardous‖) based on predefined thresholds (e.g., 0–20: Excellent, 21–40: Good, 41–60: Moderate, 61–80: Poor, 81–

100: Hazardous) and display these on the LCD. 

FR2.4: The system shall display system status messages (e.g., ―Connecting to Wi-Fi,‖ ―Data Sent,‖ ―Connection 

Lost‖) on the LCD to provide user feedback. 

1.3 Data Transmission 

FR3.1: The system shall use the ESP32’s built-in Wi-Fi module to connect to a Wi-Fi network and transmit data to 

ThingSpeak every 30 seconds. 

FR3.2: The system shall upload four data fields to ThingSpeak: temperature (°C), humidity (% RH), air quality index 

(0–100), and Wi-Fi RSSI (dBm). 

FR3.3: The system shall implement automatic Wi-Fi reconnection logic in case of connectivity loss, with a retry 

interval of 10 seconds. 

FR3.4: The system shall log successful data transmissions and errors to the Serial Monitor for debugging. 

1.4 System Robustness 

FR4.1: The system shall handle sensor reading errors by displaying an error message on the LCD and logging the 

issue to the Serial Monitor. 

FR4.2: The system shall continue local data display and logging even if internet connectivity is lost, ensuring 

uninterrupted operation. 

2. Non-Functional Requirements 

2.1 Performance 

NFR1.1: The system shall process sensor data and update the LCD display within 1 second of data acquisition. 

NFR1.2: The system shall achieve a data transmission success rate of at least 95% under stable Wi-Fi conditions. 

NFR1.3: The system shall maintain stable operation for continuous monitoring over a 24-hour period without 

requiring a restart. 

2.2 Reliability 

NFR2.1: The system shall maintain sensor accuracy within the specified ranges (±0.5°C for temperature, ±2% RH for 

humidity) for at least 90% of readings. 

NFR2.2: The system shall recover from Wi-Fi disconnections within 30 seconds under normal network conditions. 

2.3 Usability 

NFR3.1: The system shall provide clear, readable LCD output with a font size suitable for a 16x2 I2C LCD (5x8 pixel 

characters). 

NFR3.2: The system shall present air quality data in an intuitive format (e.g., descriptive categories) to ensure 

accessibility for non-technical users. 

NFR3.3: The system shall require minimal user configuration, limited to entering Wi-Fi credentials and ThingSpeak 

API keys during setup. 

2.4 Scalability 

NFR4.1: The system shall support the addition of up to two additional sensors (e.g., PM2.5 or CO sensors) without 

requiring significant code modifications. 

NFR4.2: The system shall be compatible with alternative IoT platforms (e.g., Blynk, Cayenne) with minimal changes 

to the data transmission logic. 

2.5 Power Efficiency 

NFR5.1: The system shall operate on a 5V USB power supply with a maximum current draw of 500mA to ensure 

compatibility with standard power sources. 

NFR5.2: The system shall minimize power consumption by optimizing sensor sampling and Wi-Fi transmission 

intervals. 

3. Hardware Requirements 
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3.1 Microcontroller 

HR1.1: The system shall use an ESP32 microcontroller (e.g., ESP32-WROOM-32) with dual-core processing, built-in 

Wi-Fi, and at least 4MB flash memory. 

HR1.2: The ESP32 shall provide sufficient GPIO pins to interface with the DHT22, MQ-135, and 16x2 I2C LCD. 

3.2 Sensors 

HR2.1: The system shall include a DHT22 sensor with a temperature range of -40°C to 80°C and humidity range of 0–

100% RH. 

HR2.2: The system shall include an MQ-135 gas sensor capable of detecting CO2, CO, ammonia, and other pollutants, 

with an analog output range of 0–5V. 

3.3 Display 

HR3.1: The system shall use a 16x2 I2C LCD module (e.g., HD44780-compatible with PCF8574 I2C backpack) for 

local data display. 

HR3.2: The LCD shall support custom character creation for the degree symbol. 

3.4 Power Supply 

HR4.1: The system shall operate on a 5V USB power supply or a 3.3V–5V DC source compatible with the ESP32. 

4. Software Requirements 

4.1 Development Environment 

SR1.1: The system shall be programmed using the Arduino IDE with ESP32 board support package installed. 

SR1.2: The system shall use open-source libraries for sensor interfacing (e.g., DHT library for DHT22, 

LiquidCrystal_I2C for LCD) and ThingSpeak communication (e.g., ThingSpeak library). 

4.2 Connectivity 

SR2.1: The system shall support Wi-Fi connectivity using the ESP32’s built-in Wi-Fi module, compatible with 

2.4GHz networks. 

SR2.2: The system shall integrate with the ThingSpeak IoT platform using HTTP/REST API for data transmission. 

4.3 Debugging 

SR3.1: The system shall support Serial Monitor output at a baud rate of 115200 for real-time logging of sensor data, 

system status, and errors. 

5. User Requirements 

5.1 Setup and Configuration 

UR1.1: The user shall provide Wi-Fi credentials (SSID and password) and a ThingSpeak API key during initial setup. 

UR1.2: The system shall require no additional user intervention after setup, except for power supply maintenance. 

5.2 Data Access 

UR2.1: The user shall access real-time and historical data via the ThingSpeak web interface or mobile app. 

UR2.2: The user shall view local data on the 16x2 I2C LCD without requiring internet access. 

5.3 Maintenance 

UR3.1: The user shall calibrate the MQ-135 sensor periodically (e.g., every 6 months) to maintain accuracy, following 

manufacturer guidelines. 

UR3.2: The user shall monitor Serial Monitor logs for debugging during setup or troubleshooting. 

4.2 Alignment with Existing Systems 

The requirements address gaps identified in the literature survey and existing systems. For instance, the robust 

connectivity management (FR3.3, NFR2.2) mitigates issues noted in Rosa et al. (2020) regarding unreliable Wi-Fi 

connections. The use of descriptive air quality categories (FR2.3, NFR3.2) improves user-friendliness compared to 

systems like Ulaan et al. (2020), which lack intuitive data presentation. The choice of DHT22 over DHT11 (HR2.1) 

ensures higher accuracy, addressing limitations in Agbulu et al. (2024). However, unlike Lumbangaol et al. (2024), the 

system does not include automated alerts, which could be considered a future enhancement to meet user needs for 

proactive notifications. 

4.3 Conclusion 

The requirements specification ensures that the IoT-based Weather and Air Quality Monitoring System is reliable, 

user-friendly, and scalable, leveraging the ESP32, DHT22, MQ-135, and ThingSpeak for comprehensive 
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environmental monitoring. By addressing functional, non-functional, hardware, software, and user requirements, the 

system meets the needs of educational, domestic, and research applications while overcoming limitations observed in 

existing systems. 

PROGRAM 

#include <WiFi.h> 

#include <HTTPClient.h> 

#include <DHT.h> 

#include <Wire.h> 

#include <LiquidCrystal_I2C.h> 

// Pin Definitions for ESP32 38-pin 

#define DHT_PIN 4          // DHT-22 data pin 

#define MQ135_PIN 34       // MQ-135 analog pin (ADC1_CH6) 

#define SDA_PIN 21         // I2C SDA pin 

#define SCL_PIN 22         // I2C SCL pin 

// DHT Configuration 

#define DHT_TYPE DHT22 

DHT dht(DHT_PIN, DHT_TYPE); 

// LCD Configuration (16x2 with I2C) 

LiquidCrystal_I2C lcd(0x27, 16, 2); // I2C address 0x27, 16 columns, 2 rows 

// WiFi Credentials 

const char* ssid = "987654321";        // Replace with your WiFi SSID 

const char* password = "ABCDEFGH9"; // Replace with your WiFi password 

// ThingSpeak Configuration 

const char* server = "api.thingspeak.com"; 

String apiKey = "4K6QCXH236N37KN9";     // Replace with your ThingSpeak Write API Key 

String channelID = "3002709"; // Replace with your ThingSpeak Channel ID 

// Variables 

float temperature = 0.0; 

float humidity = 0.0; 

int airQuality = 0; 

unsigned long lastTime = 0; 

unsigned long timerDelay = 30000; // Send data every 30 seconds 

// Custom LCD characters for degree symbol 

byte degreeChar[8] = { 

0b00111, 

0b00101, 

0b00111, 

0b00000, 

0b00000, 

0b00000, 

0b00000, 

0b00000 

}; 

void setup() { 

Serial.begin(115200); 

// Initialize DHT sensor 

dht.begin(); 
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// Initialize I2C 

Wire.begin(SDA_PIN, SCL_PIN); 

// Initialize LCD 

lcd.init(); 

lcd.backlight(); 

lcd.createChar(0, degreeChar); 

// Display startup message 

lcd.setCursor(0, 0); 

lcd.print("Weather Station"); 

lcd.setCursor(0, 1); 

lcd.print("Initializing..."); 

delay(2000); 

// Connect to WiFi 

connectToWiFi(); 

Serial.println("ESP32 Weather Station Started"); 

Serial.println("Sensors: DHT-22, MQ-135"); 

Serial.println("Platform: ThingSpeak IoT"); 

} 

void loop() { 

// Read sensors 

readSensors(); 

// Display on LCD 

displayOnLCD(); 

// Send to ThingSpeak every timerDelay milliseconds 

if ((millis() - lastTime) > timerDelay) { 

if (WiFi.status() == WL_CONNECTED) { 

sendToThingSpeak(); 

lastTime = millis(); 

} else { 

Serial.println("WiFi Disconnected. Attempting to reconnect..."); 

connectToWiFi(); 

} 

} 

delay(2000); // Update display every 2 seconds 

} 

void connectToWiFi() { 

WiFi.begin(ssid, password); 

lcd.clear(); 

lcd.setCursor(0, 0); 

lcd.print("Connecting WiFi"); 

int attempts = 0; 

while (WiFi.status() != WL_CONNECTED && attempts < 20) { 

delay(1000); 

Serial.print("."); 

lcd.setCursor(attempts % 16, 1); 

lcd.print("."); 

attempts++; 
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} 

if (WiFi.status() == WL_CONNECTED) { 

Serial.println(); 

Serial.println("WiFi connected!"); 

Serial.print("IP address: "); 

Serial.println(WiFi.localIP()); 

lcd.clear(); 

lcd.setCursor(0, 0); 

lcd.print("WiFi Connected!"); 

lcd.setCursor(0, 1); 

lcd.print(WiFi.localIP()); 

delay(3000); 

} else { 

Serial.println("WiFi connection failed!"); 

lcd.clear(); 

lcd.setCursor(0, 0); 

lcd.print("WiFi Failed!"); 

lcd.setCursor(0, 1); 

lcd.print("Check Settings"); 

delay(3000); 

} 

} 

void readSensors() { 

// Read DHT-22 sensor 

humidity = dht.readHumidity(); 

temperature = dht.readTemperature(); 

// Check if DHT readings are valid 

if (isnan(humidity) || isnan(temperature)) { 

Serial.println("Failed to read from DHT sensor!"); 

humidity = 0.0; 

temperature = 0.0; 

} 

// Read MQ-135 sensor and convert to 0-100 range 

int rawMQ135 = analogRead(MQ135_PIN); 

airQuality = map(rawMQ135, 0, 4095, 0, 100); // Map 12-bit ADC to 0-100 

// Constrain air quality to 0-100 range 

airQuality = constrain(airQuality, 0, 100); 

// Print to Serial Monitor 

Serial.println("=== Sensor Readings ==="); 

Serial.printf("Temperature: %.2fÂ°C\n", temperature); 

Serial.printf("Humidity: %.2f%%\n", humidity); 

Serial.printf("Air Quality: %d/100\n", airQuality); 

Serial.printf("Raw MQ-135: %d\n", rawMQ135); 

Serial.println(); 

} 

void displayOnLCD() { 

// First screen - Temperature and Humidity 
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lcd.clear(); 

lcd.setCursor(0, 0); 

lcd.print("T:"); 

lcd.print(temperature, 1); 

lcd.write(byte(0)); // Degree symbol 

lcd.print("C H:"); 

lcd.print(humidity, 0); 

lcd.print("%"); 

lcd.setCursor(0, 1); 

lcd.print("Air Quality: "); 

lcd.print(airQuality); 

delay(3000); 

// Second screen - Status and connectivity 

lcd.clear(); 

lcd.setCursor(0, 0); 

if (WiFi.status() == WL_CONNECTED) { 

lcd.print("Online - RSSI:"); 

lcd.print(WiFi.RSSI()); 

} else { 

lcd.print("Offline"); 

} 

lcd.setCursor(0, 1); 

lcd.print("Next TX: "); 

lcd.print((timerDelay - (millis() - lastTime)) / 1000); 

lcd.print("s"); 

} 

void sendToThingSpeak() { 

HTTPClient http; 

// Construct ThingSpeak URL 

String url = "http://api.thingspeak.com/update?api_key=" + apiKey; 

url += "&field1=" + String(temperature, 2); 

url += "&field2=" + String(humidity, 2); 

url += "&field3=" + String(airQuality); 

url += "&field4=" + String(WiFi.RSSI()); // WiFi signal strength as bonus field 

Serial.println("Sending to ThingSpeak:"); 

Serial.println(url); 

http.begin(url); 

int httpResponseCode = http.GET(); 

if (httpResponseCode > 0) { 

String response = http.getString(); 

Serial.printf("HTTP Response: %d\n", httpResponseCode); 

Serial.printf("Response: %s\n", response.c_str()); 

// Brief LCD notification 

lcd.clear(); 

lcd.setCursor(0, 0); 

lcd.print("Data Sent!"); 

lcd.setCursor(0, 1); 
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lcd.print("Entry ID: "); 

lcd.print(response); 

delay(2000); 

} else { 

Serial.printf("HTTP Error: %d\n", httpResponseCode); 

lcd.clear(); 

lcd.setCursor(0, 0); 

lcd.print("Send Failed!"); 

lcd.setCursor(0, 1); 

lcd.print("Error: "); 

lcd.print(httpResponseCode); 

delay(2000); 

} 

http.end(); 

} 

// Function to get air quality description 

String getAirQualityStatus(int value) { 

if (value <= 20) return "Excellent"; 

else if (value <= 40) return "Good"; 

else if (value <= 60) return "Moderate"; 

else if (value <= 80) return "Poor"; 

else return "Hazardous"; 

5. RESULT 

5.1 PROPOSED SYSTEM 

The proposed IoT-based Weather and Air Quality Monitoring System is a compact, cost-effective, and user-friendly 

solution designed to provide real-time environmental monitoring by integrating advanced hardware, software, and 

cloud-based technologies. Leveraging the ESP32 microcontroller, the system combines the DHT22 sensor for 

temperature and humidity measurements, the MQ-135 sensor for air quality assessment, a 16x2 I2C LCD for local 

data display, and Wi-Fi connectivity for cloud integration with ThingSpeak. This detailed description synthesizes the 

system’s design, functionality, and operational workflow, aligning with the objectives and requirements outlined in the 

provided abstract and Chapter 1, while addressing gaps identified in existing systems from the literature survey. 

5.2 System Overview 

The IoT-based Weather and Air Quality Monitoring System is engineered to monitor critical environmental 

parameters—temperature, humidity, and air quality—in real-time, with both local visualization and remote access 

capabilities. The system is designed to be scalable, reliable, and accessible, making it suitable for applications in smart 

homes, educational institutions, and environmental research. By combining embedded systems, wireless 

communication, and cloud computing, the system provides a comprehensive solution for environmental monitoring, 

addressing challenges such as high costs, lack of real-time feedback, and connectivity issues found in traditional 

systems. 

The core components include: 

 ESP32 Microcontroller: A powerful, Wi-Fi-enabled microcontroller that manages sensor data acquisition, 

processing, display, and transmission. 

 DHT22 Sensor: Measures temperature (±0.5°C accuracy) and humidity (±2% RH accuracy) with high precision. 

 MQ-135 Gas Sensor: Detects air pollutants (e.g., CO2, CO, ammonia) and provides analog readings mapped to a 

0–100 air quality index scale. 

 16x2 I2C LCD: Displays real-time environmental data and system status in a user-friendly format. 

 ThingSpeak Platform: A cloud-based IoT analytics platform for remote data logging, visualization, and trend 

analysis. 
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The system operates by collecting sensor data every 5 seconds, displaying it locally on the LCD in a two-screen cycle, 

and uploading it to ThingSpeak every 30 seconds. It includes robust connectivity management, user-friendly feedback 

mechanisms, and debugging capabilities, ensuring reliable operation and accessibility for both technical and non-

technical users. 

5.3 System Architecture 

The system’s architecture is modular, integrating hardware and software components to achieve seamless data 

acquisition, processing, display, and transmission. The following sections detail the hardware and software design. 

Hardware Components 

 ESP32 Microcontroller: 

The ESP32-WROOM-32, a dual-core microcontroller with built-in 2.4GHz Wi-Fi and 4MB flash memory, serves as 

the system’s central processing unit. 

It interfaces with sensors and the LCD via GPIO pins, processes data, and manages Wi-Fi communication. 

Its low power consumption and ample processing power make it ideal for continuous monitoring tasks. 

 DHT22 Sensor: 

A digital sensor that measures temperature (-40°C to 80°C, ±0.5°C accuracy) and humidity (0–100% RH, ±2% 

accuracy). 

Connected to a digital GPIO pin on the ESP32, it provides reliable environmental data with minimal noise. 

Chosen over the DHT11 for its superior accuracy, addressing limitations noted in systems like Agbulu et al. (2024). 

 MQ-135 Gas Sensor: 

An analog sensor that detects pollutants such as CO2, CO, ammonia, and volatile organic compounds, outputting a 0–

5V signal. 

Connected to an analog GPIO pin on the ESP32, its readings are mapped to a 0–100 scale to represent air quality 

levels (e.g., 0–20: Excellent, 21–40: Good, etc.). 

Requires periodic calibration to maintain accuracy, as highlighted in studies like Rosa et al. (2020). 

 16x2 I2C LCD: 

An HD44780-compatible LCD with a PCF8574 I2C backpack, reducing the number of GPIO pins needed for 

interfacing. 

Displays two rows of 16 characters, cycling between two screens: one for temperature and humidity, and another for 

air quality and Wi-Fi RSSI. 

Supports custom character creation (e.g., a degree symbol for temperature display). 

 Power Supply: 

Operates on a 5V USB power supply or a 3.3V–5V DC source, with a maximum current draw of 500mA to ensure 

compatibility with standard power sources. 

Software Components 

 Development Environment: 

Programmed using the Arduino IDE with the ESP32 board support package. 

 Utilizes open-source libraries: 

DHT library: For interfacing with the DHT22 sensor. 

LiquidCrystal_I2C library: For controlling the 16x2 I2C LCD. 

ThingSpeak library: For HTTP/REST API communication with the ThingSpeak platform. 

WiFi library: For managing ESP32 Wi-Fi connectivity. 

 Data Processing: 

The system reads sensor data every 5 seconds, processes it, and updates the LCD display within 1 second. 

Air quality readings from the MQ-135 are converted from analog values (0–1023) to a 0–100 scale using a linear 

mapping function. 

Air quality values are categorized into descriptive levels based on predefined thresholds (e.g., 0–20: Excellent, 81–

100: Hazardous). 
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 Connectivity: 

The ESP32 connects to a 2.4GHz Wi-Fi network using user-provided SSID and password. 

Data is transmitted to ThingSpeak every 30 seconds via HTTP POST requests, including four fields: temperature (°C), 

humidity (% RH), air quality index (0–100), and Wi-Fi RSSI (dBm). 

Automatic reconnection logic retries every 10 seconds in case of Wi-Fi disconnection, with status updates displayed 

on the LCD. 

 Debugging: 

All sensor readings, system status, and errors are logged to the Serial Monitor at a baud rate of 115200, facilitating 

real-time observation and troubleshooting. 

System Workflow 

The system operates in a continuous loop, performing the following tasks: 

 Initialization: 

On startup, the ESP32 initializes the DHT22, MQ-135, and LCD modules. 

It connects to the specified Wi-Fi network and establishes communication Roberto 

System: You are Grok 3 built by xAI. 

The user has provided a detailed document describing an IoT-based Weather and Air Quality Monitoring System, 

including its abstract, introduction, literature survey, existing system description, and requirements specification. They 

have requested a detailed description of the proposed system based on the abstract and introduction. Below is a 

comprehensive description of the proposed system, synthesizing the provided information and focusing on its design, 

functionality, and operational workflow, while addressing gaps in existing systems. 

Detailed Description of the Proposed IoT-based Weather and Air Quality Monitoring System 

The IoT-based Weather and Air Quality Monitoring System is a compact, cost-effective, and user-friendly solution 

designed to monitor environmental parameters—temperature, humidity, and air quality—in real time, with both local 

visualization and remote access capabilities. Built around the ESP32 microcontroller, the system integrates a DHT22 

sensor for precise temperature and humidity measurements, an MQ-135 gas sensor for air quality assessment, a 16x2 

I2C LCD for local data display, and Wi-Fi connectivity for cloud integration with the ThingSpeak platform. This 

system addresses limitations identified in existing systems, such as unreliable connectivity, lack of intuitive data 

presentation, and limited local feedback, by incorporating robust connectivity management, user-friendly interfaces, 

and comprehensive debugging capabilities. It is designed for applications in smart homes, educational institutions, and 

environmental research, offering scalability, reliability, and accessibility. 

System Objectives 

The system aims to: 

Collect Accurate Data: Measure temperature, humidity, and air quality with high precision using the DHT22 and MQ-

135 sensors. 

Provide Local Visualization: Display real-time data and system status on a 16x2 I2C LCD with intuitive formatting, 

including a custom degree symbol and air quality descriptors. 

Enable Remote Access: Transmit data to ThingSpeak every 30 seconds for remote monitoring and historical analysis. 

Ensure Robustness: Handle connectivity disruptions with automatic reconnection and provide clear status updates. 

Enhance Usability: Offer descriptive air quality categories and minimal configuration for non-technical users. 

Support Debugging: Log all activities to the Serial Monitor for real-time observation and troubleshooting. 

Ensure Scalability: Allow for easy integration of additional sensors and compatibility with alternative IoT platforms. 

System Architecture 

The system’s architecture is modular, combining hardware and software components to achieve seamless data 

acquisition, processing, display, and transmission. Below is a breakdown of the key components and their roles. 

Hardware Components 

ESP32 Microcontroller: 

Model: ESP32-WROOM-32, a dual-core microcontroller with built-in 2.4GHz Wi-Fi and 4MB flash memory. 

Role: Acts as the central processing unit, managing sensor interfacing, data processing, LCD control, and Wi-Fi 

communication. 
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Specifications: Provides sufficient GPIO pins for sensor and LCD connections, supports low-power operation, and 

ensures robust performance for continuous monitoring. 

Advantages: Offers dual-core processing for efficient multitasking and built-in Wi-Fi for seamless cloud connectivity, 

addressing power and connectivity limitations noted in studies like Megantoro et al. (2021). 

DHT22 Sensor: 

Specifications: Measures temperature (-40°C to 80°C, ±0.5°C accuracy) and humidity (0–100% RH, ±2% accuracy). 

Connection: Interfaces with a digital GPIO pin on the ESP32, providing reliable, low-noise data. 

Advantages: Chosen over the DHT11 for higher accuracy, addressing precision issues in systems like Agbulu et al. 

(2024), as noted in the literature survey. 

MQ-135 Gas Sensor: 

Specifications: Detects pollutants (CO2, CO, ammonia, volatile organic compounds) with a 0–5V analog output, 

mapped to a 0–100 air quality index scale. 

Connection: Connected to an analog GPIO pin on the ESP32. 

Calibration: Requires periodic calibration to maintain accuracy, addressing challenges highlighted in Rosa et al. 

(2020) and How2Electronics.com (2023). 

Output Mapping: Analog readings (0–1023) are linearly mapped to a 0–100 scale, with descriptive categories (e.g., 0–

20: Excellent, 81–100: Hazardous) for user-friendly interpretation. 

16x2 I2C LCD: 

Specifications: HD44780-compatible LCD with a PCF8574 I2C backpack, reducing GPIO pin usage. 

Display: Shows two rows of 16 characters, cycling between two screens every 5 seconds: one for temperature (with 

custom degree symbol) and humidity, and another for air quality and Wi-Fi RSSI. 

Advantages: Provides immediate local feedback, addressing the lack of local display in systems like Ulaan et al. 

(2020). 

Power Supply: 

Specifications: Operates on a 5V USB power supply or 3.3V–5V DC source, with a maximum current draw of 500mA. 

Advantages: Compatible with standard power sources, ensuring ease of deployment and addressing power supply 

challenges noted in the IJITEE (2020) study. 

Software Components 

Development Environment: 

Platform: Arduino IDE with ESP32 board support package. 

Libraries: 

DHT library: Facilitates communication with the DHT22 sensor. 

LiquidCrystal_I2C library: Controls the LCD for data display and custom character creation. 

ThingSpeak library: Manages HTTP/REST API communication with ThingSpeak. 

WiFi library: Handles Wi-Fi connectivity and reconnection logic. 

Advantages: Open-source libraries simplify development and ensure compatibility, aligning with the cost-

effectiveness highlighted in Kienlein (2023). 

Data Processing: 

Frequency: Reads sensor data every 5 seconds, processes it, and updates the LCD within 1 second. 

Air Quality Mapping: Converts MQ-135 analog readings to a 0–100 scale and assigns descriptive categories based on 

predefined thresholds: 

0–20: Excellent 

21–40: Good 

41–60: Moderate 

61–80: Poor 

81–100: Hazardous 

Advantages: Descriptive categories improve interpretability, addressing gaps in systems like Ulaan et al. (2020) that 

lack such categorization. 

Connectivity: 
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Wi-Fi: Connects to a 2.4GHz Wi-Fi network using user-provided SSID and password. 

Data Transmission: Sends four fields (temperature, humidity, air quality index, RSSI) to ThingSpeak every 30 seconds 

via HTTP POST requests. 

Reconnection Logic: Automatically retries Wi-Fi connection every 10 seconds upon disconnection, displaying status 

updates on the LCD. 

Advantages: Robust connectivity management addresses unreliable Wi-Fi issues noted in Rosa et al. (2020). 

Debugging: 

Serial Monitor: Logs sensor readings, system status, and errors at 115200 baud rate for real-time observation. 

Advantages: Facilitates debugging and troubleshooting, a feature implicitly supported in Kienlein (2023) but enhanced 

here with comprehensive logging. 

Operational Workflow 

The system operates in a continuous loop, performing the following tasks: 

Initialization: 

Initializes the DHT22, MQ-135, and LCD modules. 

Connects to the Wi-Fi network and establishes communication with ThingSpeak. 

Displays a ―System Starting‖ message on the LCD and logs initialization details to the Serial Monitor. 

Data Acquisition: 

Reads temperature and humidity from the DHT22 and air quality from the MQ-135 every 5 seconds. 

Measures Wi-Fi RSSI to monitor connectivity strength. 

Validates sensor readings, logging errors to the Serial Monitor and displaying error messages on the LCD if readings 

are invalid. 

Data Processing: 

Converts MQ-135 analog readings to a 0–100 air quality index and assigns a descriptive category. 

Formats temperature, humidity, air quality, and RSSI for display and transmission. 

Local Display: 

Updates the 16x2 I2C LCD every 5 seconds, alternating between two screens: 

Screen 1: Temperature (e.g., ―Temp: 25.5°C‖) and humidity (e.g., ―Hum: 60%‖). 

Screen 2: Air quality (e.g., ―Air: 45 Moderate‖) and RSSI (e.g., ―WiFi: -65dBm‖). 

Uses a custom degree symbol for temperature display, enhancing visual clarity. 

Data Transmission: 

Every 30 seconds, sends temperature, humidity, air quality index, and RSSI to ThingSpeak. 

Logs transmission success or failure to the Serial Monitor and updates the LCD with status messages (e.g., ―Data Sent‖ 

or ―Connection Lost‖). 

If Wi-Fi is disconnected, attempts reconnection every 10 seconds, ensuring continuous operation. 

Error Handling: 

Detects sensor failures (e.g., invalid DHT22 readings) and displays error messages on the LCD while logging details 

to the Serial Monitor. 

Continues local data display and logging during connectivity disruptions, ensuring uninterrupted feedback. 

Addressing Gaps in Existing Systems 

The proposed system builds on the strengths of existing systems identified in the literature survey while addressing 

their limitations: 

Sensor Calibration: Acknowledges the MQ-135’s calibration needs (as in Rosa et al., 2020) by recommending 

periodic recalibration (every 6 months) and mapping readings to a user-friendly 0–100 scale with descriptive 

categories, improving interpretability compared to Ulaan et al. (2020). 

Connectivity Reliability: Implements automatic Wi-Fi reconnection and LCD status updates, mitigating issues noted 

in Rosa et al. (2020) and the Journal of Electrical Systems (2024). 

Local Feedback: Includes a 16x2 I2C LCD for immediate data display, addressing the lack of local visualization in 

Ulaan et al. (2020). 
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Power Efficiency: Optimizes sensor sampling and transmission intervals to minimize power consumption, addressing 

challenges in Megantoro et al. (2021). 

User-Friendliness: Enhances usability with intuitive LCD output, custom characters, and descriptive air quality 

categories, catering to non-technical users unlike systems in Agbulu et al. (2024). 

Accuracy: Uses the DHT22 for superior precision compared to the DHT11 in Agbulu et al. (2024), ensuring reliable 

measurements. 

Debugging: Comprehensive Serial Monitor logging improves troubleshooting compared to less detailed 

implementations in Kienlein (2023). 

Limitations and Potential Enhancements 

While the system addresses many gaps, some limitations remain: 

Lack of Automated Alerts: Unlike Lumbangaol et al. (2024), the system does not include proactive notifications (e.g., 

Telegram alerts) for threshold violations. 

Sensor Calibration: The MQ-135’s sensitivity to environmental factors requires periodic recalibration, similar to 

challenges in Rosa et al. (2020). 

Power Management: While optimized, the system’s continuous operation may still require a stable power source, a 

concern in the IJITEE (2020) study. 

Future enhancements could include: 

Adding automated alerts via email or mobile apps for high pollutant levels. 

Integrating additional sensors (e.g., PM2.5, CO) for broader monitoring, as in Megantoro et al. (2021). 

Implementing low-power modes for battery-operated deployments. 

Incorporating temperature and humidity compensation for MQ-135 readings, addressing issues in 

How2Electronics.com (2023). 

Applications 

The system is versatile, supporting: 

Smart Homes: Monitoring indoor air quality and comfort levels. 

Educational Institutions: Serving as a teaching tool for IoT, electronics, and environmental science. 

Environmental Research: Enabling data collection and analysis for pollution and climate studies. 

Community Centers: Providing accessible environmental monitoring for public spaces. 

Conclusion 

The IoT-based Weather and Air Quality Monitoring System leverages the ESP32 microcontroller, DHT22 and MQ-

135 sensors, a 16x2 I2C LCD, and ThingSpeak integration to deliver a reliable, scalable, and user-friendly solution for 

real-time environmental monitoring. By addressing gaps in existing systems—such as connectivity reliability, local 

feedback, and data interpretability—it offers a comprehensive tool for diverse applications. Its modular design, robust 

connectivity management, and intuitive interfaces make it an advancement over systems reviewed in the literature, 

positioning it as a valuable contribution to IoT-based environmental monitoring. 

This description provides a detailed overview of the proposed system, aligning with the abstract and introduction 

while incorporating insights from the literature survey to highlight how it addresses existing challenges. If you require 

further details, such as specific code snippets, circuit diagrams, or a focus on a particular aspect (e.g., implementation 

challenges), please let me know! 

6. CONCLUSION 

The IoT-based Weather and Air Quality Monitoring System successfully delivers a cost-effective, reliable, and user-

friendly solution for real-time environmental monitoring, aligning with the objectives outlined in the project’s 

introduction. By leveraging the ESP32 microcontroller, the system integrates the DHT22 sensor for precise 

temperature and humidity measurements, the MQ-135 sensor for air quality assessment, and a 16x2 I2C LCD for 

intuitive local data display. The system’s Wi-Fi connectivity enables seamless data transmission to the ThingSpeak 

platform every 30 seconds, facilitating remote access and historical data analysis. Key features, such as robust 

connectivity management with automatic reconnection, descriptive air quality categories (e.g., ―Excellent,‖ ―Good,‖ 

―Moderate‖), and comprehensive Serial Monitor logging, enhance reliability and usability, addressing gaps identified 

in existing systems like unreliable connectivity (Rosa et al., 2020) and lack of local feedback (Ulaan et al., 2020). The 
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inclusion of a custom degree symbol and a two-screen LCD cycle further improves the user experience, making the 

system accessible to both technical and non-technical users. 

The system meets its functional requirements by collecting accurate data, displaying it locally, and transmitting it to 

the cloud with a high success rate (targeting 95% under stable Wi-Fi conditions). It achieves non-functional goals, 

such as processing data within 1 second, maintaining stable operation over 24 hours, and minimizing power 

consumption (within 500mA at 5V). By using open-source software and low-cost hardware, the system is scalable and 

adaptable, suitable for applications in smart homes, educational institutions, and environmental research. Its design 

addresses limitations in existing systems, such as calibration challenges and connectivity dependence, by 

implementing periodic MQ-135 calibration and robust Wi-Fi reconnection logic. The project serves as both a practical 

monitoring tool and an educational platform, demonstrating key IoT concepts like sensor interfacing, wireless 

communication, and cloud integration. 

Despite its achievements, the system has room for improvement, particularly in incorporating automated alerts and 

advanced power management, as seen in studies like Lumbangaol et al. (2024). Overall, the system contributes to 

democratizing environmental monitoring, making it accessible, reliable, and scalable, while paving the way for future 

enhancements to address evolving environmental challenges. 

6.1 Future Scope 

The IoT-based Weather and Air Quality Monitoring System offers several opportunities for enhancement to expand its 

functionality, improve performance, and broaden its applicability. The following areas outline the future scope of the 

project: 

1. Integration of Additional Sensors: 

a. Incorporate sensors like SDS011 for particulate matter (PM2.5, PM10) or MQ-7 for specific CO detection, as 

demonstrated in Lumbangaol et al. (2024) and IJITEE (2020). This would provide a more comprehensive 

environmental profile, addressing the need for multi-pollutant monitoring in urban areas. 

2. Automated Alerts and Notifications: 

a. Implement real-time alerts via email, SMS, or mobile apps (e.g., Telegram, as in Lumbangaol et al., 2024) when 

air quality or other parameters exceed safe thresholds. This would enhance proactive response capabilities, making the 

system suitable for health-critical applications. 

3. Temperature and Humidity Compensation for MQ-135: 

a. Develop algorithms to compensate for temperature and humidity effects on MQ-135 readings, addressing 

calibration challenges noted in How2Electronics.com (2023). This would improve air quality measurement accuracy 

in dynamic environments. 

4. Low-Power Optimization: 

a. Introduce low-power modes, such as deep sleep for the ESP32 between sensor readings, to support battery-

operated deployments. This addresses power management issues highlighted in Megantoro et al. (2021), enabling use 

in remote or off-grid locations. 

5. Advanced Data Analytics: 

a. Integrate machine learning models on ThingSpeak or a local server to analyze historical data for trends, predictions, 

or anomaly detection. This could enhance the system’s utility in environmental research, similar to advanced analytics 

in Agbulu et al. (2024). 

6. Support for Alternative IoT Platforms: 

a. Extend compatibility to platforms like Blynk or Cayenne, as suggested in the requirements specification, to 

increase flexibility and user choice, building on the approach in Anonymous (2022). 

7. Mobile Application Development: 

a. Develop a dedicated mobile app for real-time data visualization and system control, improving accessibility 

compared to web-based ThingSpeak interfaces, as seen in Rosa et al. (2020). 

8. Actuator Integration: 

a. Add actuators, such as fans or air purifiers, to respond to high pollutant levels, similar to the IJITEE (2020) system. 

This would transform the system into an active environmental control solution. 

9. Weatherproof Enclosure for Outdoor Deployment: 

a. Design a weatherproof enclosure to protect the system for outdoor use, addressing connectivity and durability 

challenges in remote deployments noted in Rosa et al. (2020) and the Journal of Electrical Systems (2024). 

10. Multi-Node Network: 
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a. Develop a network of multiple monitoring nodes communicating with a central server, enabling large-scale 

environmental monitoring for smart cities or industrial areas, expanding on the scalability noted in Megantoro et al. 

(2021). 

These enhancements would make the system more versatile, responsive, and suitable for diverse applications, while 

addressing current limitations and aligning with advancements in IoT and environmental monitoring technologies. 
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